//PROBLEM 1(WEEK 7)

#include<iostream>

#include<bits/stdc++.h>

using namespace std;

int minDisIndex(int \*dis,bool \*vis,int v)

{

int i;

int minDis=INT\_MAX;

int minIndex=-1;

for(i=0;i<v;i++)

{

if(vis[i]==false && dis[i]<=minDis)

{

minDis=dis[i];

minIndex=i;

}

}

return minIndex;

}

void dijkstra(vector<vector<int>> mat,int v,int s)

{

int dis[v];

bool vis[v];

int parent[v];

int i,j;

for(i=0;i<v;i++)

{

dis[i]=INT\_MAX;

vis[i]=false;

parent[i]=-1;

}

dis[s]=0;

parent[s]=s;

for(i=0;i<v;i++)

{

int m=minDisIndex(dis,vis,v);

vis[m]=true;

for(j=0;j<v;j++)

{

if(dis[m]!=INT\_MAX && !vis[j] && mat[m][j])

{

if(dis[j]>dis[m]+mat[m][j])

{

dis[j]=dis[m]+mat[m][j];

parent[j]=m;

}

}

}

}

for(i=0;i<v;i++) {

if(i==s) {

cout<<i+1<<" : "<<dis[i]<<endl;

continue;

}

cout<<i+1;

j=i;

while(parent[j]!=s) {

cout<<" "<<parent[j]+1;

j=parent[j];

}

cout<<" "<<s+1<<" : "<<dis[i]<<endl;

}

}

int main()

{

int i,j;

int v;

cin>>v;

vector<vector<int>> mat(v,vector<int> (v));

for(i=0;i<v;i++)

for(j=0;j<v;j++)

cin>>mat[i][j];

int s;

cin>>s;

dijkstra(mat,v,s-1);

return 0;

}

***OUTPUT***
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1 2 0

0 1 2

0 1 1

1

1 : 0

2 1 : 2

3 2 1 : 4

//PROBLEM 2(WEEK 7)

#include <bits/stdc++.h>

using namespace std;

void calulate(vector<int> &pa, int i)

{

cout << i + 1 << " ";

if (pa[i] >= 0)

calulate(pa, pa[i]);

}

void find\_path(int \*\*graph, int m, int sour)

{

vector<int> dis(m, INT\_MAX), pa(m, -1);

dis[sour] = 0;

for (int ki = 0; ki < m - 1; ki++)

{

for (int i = 0; i < m; i++)

{

for (int j = 0; j < m; j++)

{

if (graph[i][j] != 0)

{

if (dis[j] > dis[i] + graph[i][j])

{

dis[j] = dis[i] + graph[i][j];

pa[j] = i;

}

}

}

}

}

for (int i = 0; i < m; i++)

{

calulate(pa, i);

cout << ": " << dis[i] << endl;

}

}

int main()

{

int m, source, ed;

cin >> m;

int \*\*graph = (int \*\*)malloc(m \* sizeof(int \*));

for (int i = 0; i < m; i++)

graph[i] = (int \*)malloc(m \* sizeof(int));

for (int i = 0; i < m; i++)

{

for (int j = 0; j < m; j++)

{

cin >> graph[i][j];

}

}

cin >> source;

find\_path(graph, m, source - 1);

}

***OUTPUT***

5

0 4 1 0 0

0 0 0 0 4

0 2 0 4 0

0 0 0 0 4

0 0 0 0 0

1

1 : 0

2 3 1 : 3

3 1 : 1

4 3 1 : 5

5 2 3 1 : 7

//PROBLEM 3(WEEK 7)

#include <bits/stdc++.h>

using namespace std;

int shortest\_weigt(int \*\*graph, int ver, int u, int v, int k)

{

if (k <= 0)

return INT\_MAX;

if (k == 0 && u == v)

return 0;

if (k == 1 && graph[u][v] != INT\_MAX)

return graph[u][v];

int res = INT\_MAX;

for (int i = 0; i < ver; i++)

{

if (graph[u][i] != 0 && u != i && v != i)

{

int recu = shortest\_weigt(graph, ver, i, v, k - 1);

if (recu != INT\_MAX)

res = min(res, graph[u][i] + recu);

}

}

return res;

}

int main()

{

int ver, u, v, k, ans;

cin >> ver;

int \*\*graph = (int \*\*)malloc(ver \* sizeof(int \*));

for (int i = 0; i < ver; i++)

graph[i] = (int \*)malloc(sizeof(int) \* ver);

for (int i = 0; i < ver; i++)

for (int j = 0; j < ver; j++)

cin >> graph[i][j];

cin >> u >> v >> k;

ans = shortest\_weigt(graph, ver, u - 1, v - 1, k);

cout << "Weight of shortest path from (" << u

<< "," << v << ") with " << k << " edges :" << ans;

}

***OUTPUT***

4

0 10 3 2

0 0 0 7

0 0 0 6

0 0 0 0

1 4

2

Weight of shortest path from (1,4) with 2 edges :9